**Dynamic Programming**
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# **Linear DP:**

For such questions you need to find the repetitive part of solution and improve it by saving result in array or somewhere, classic example is Fibonacci series. Also use when there is multiple way to do something and we need optimal way, min-max scenarios.

1. Frog Jump

Link: <https://www.naukri.com/code360/problems/frog-jump_3621012>

1. Min cost climbing stairs

Link: <https://leetcode.com/problems/min-cost-climbing-stairs/>

# **SOLUTIONS:**

## **Linear DP:**

1. **Frog Jump**

Express problem in terms of index

def frogJump(*n*: int, *heights*: List[int]) -> int:

    dp = [0]\**(n)*     *#frog can jump to i+1 or i+2*

    dp[0] = 0

*if* *n*==1: *return* 0

    dp[1] = abs(*heights*[0]-*heights*[1])

*for* i *in* range(2,*n*):

        dp[i] = min(dp[i-1]+abs(*heights*[i]-*heights*[i-1]), dp[i-2]+abs(*heights*[i]-*heights*[i-2]))

*return* dp[-1]

1. **Min cost climbing stairs**

Here dp[i] = cost of reaching at ith step.

class Solution: #Bottom-up

    def minCostClimbingStairs(self, cost: List[int]) -> int:

        dp = [0]\*len(cost)

        dp[0] = cost[0]

        dp[1] = cost[1]

        for i in range(2,len(cost)):

            dp[i] = cost[i]+min(dp[i-1],dp[i-2])

        return min(dp[-1],dp[-2])

class Solution: #Top-down

    def minCostClimbingStairs(self, cost: List[int]) -> int:

        n=len(cost)

        self.dp = [-1]\*n

        self.dp[0]=cost[0]

        self.dp[1]=cost[1]

        def helper(n):

            if self.dp[n]!=-1:

                return self.dp[n]

            else:

                self.dp[n] = cost[n] + min(helper(n-1),helper(n-2))

                return self.dp[n]

        helper(n-1)

        return min(self.dp[-1],self.dp[-2])